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The DSL Debugger Framework (DDF) contributes a mapping technique for augmenting existing DSL grammars to generate the hooks needed to interface with a supporting infrastructure written for Eclipse that
assists in debugging a program written in a DSL. This poster presents the challenges of debugging with a DSL, as well as a case study describing two techniques for adding the debugging concern to a grammar.
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