**Using Metaprogramming to Implement a Test Framework**

Hyun Cho  
robusta@uab.edu  
Advisor: Dr. Jeff Gray

Metaprogramming and reflection are used to implement a common test framework that can help to reduce the burden for test preparation in unit and system testing. The framework focuses on generating instrumented Java bytecode based on several sources of input (e.g., source code or bytecode, and information provided by each test case).

### Challenges in Testing

- Instrumentation of source code may need to be performed manually, which takes much time and is error-prone.
  - Automate instrumentation using metaprogramming.
- Different tools and methods are often used for unit and system testing. This, an organization must duplicate their investment of time and effort to maintain different types of testing tools and training their engineers.
  - Provide unified Test Framework.
- Test cases may be designed poorly (e.g., not complete or sufficient to test all behaviors). This negatively impacts the testing process and the quality of the tested software.
  - Empoly functional test on unit test and system test.
- This project constructs a test framework based on metaprogramming to automate code instrumentation and to provide a unified test framework for unit/system testing.

### Architecture Overview of Test Framework

- **Parser**
  - Input processor and its implementation relies on metaprogramming.
  - Used to extract information such as classes, methods and attributes from the input source.
  - The type of Parser is automatically determined by considering the file type (e.g., Java source code or bytecode).
  - Selectively extract information so that it helps engineers to understand the system under test by limiting or expanding information per their needs.
- **Test Case Designer**
  - Represents a test case and the number of test cases can be governed after analyzing a test report.
  - Design a test case by entering values for arguments and the expected results of a test execution of a specific method.
  - Generate test case specification as a form of XML.
- **Transformer**
  - Generate instrumented binary codes, which produce runtime information by loading each class file, retrieving its bytecode, and attaching metatexts.
  - Responsible for checking the potential conflicts among the selected test options, e.g., coverage and trace vs. performance.
  - Two types of metaprograms are used to transform: Compile-time and Load-time
  - A compile-time metaprogram, like OpenJava[1], transforms source code through metatexts.
  - A load-time metaprogram, such as Javassist[2] and JMangler[3], directly manipulates Java bytecode to generate instrumented test codes.
- **Test Manager**
  - Processes the test cases and controls the whole test execution by referring to the test case specification.
- **External Compiler**
  - Used when source codes are provided as input.

### Conclusion and Future work

- Metaprogramming can assist in the construction of a test framework (e.g., unit test and system test).
- The Parser and Transformer play key roles in this framework as a potential solution to the challenges addressed.
- Both compile-time and load-time metaprograms provide additional functionality transparently.
- The Transformer generates instrumented test code by attaching metatexts so that instrumentation takes less time and helps to produce quality instrumented code.
- Future work
  - Effectively used on small applications but additional evaluation is needed by applying the test framework to a large open source application, such as JBoss or other system software written in Java.
  - Need to explore ways to reduce the amount of manual effort involved in specifying parameters in the Test Case Designer.
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